# Exercises: Working with Abstraction

This document defines the **exercise assignments** for the ["C# OOP" course @ Software University](https://softuni.bg/opencourses/csharp-oop).

You can check your solutions here: [https://judge.softuni.bg/Contests/Working-with-Abstraction-Exercise](https://judge.softuni.bg/Contests/1496/Working-with-Abstraction-Exercise)

Your job is to download [source code](https://softuni.bg/downloads/svn/csharp-fundamentals/2018-Jan/CSharp-OOP-Basics/02.%20CSharp-OOP-Basics-Working-with-Abstraction/02.%20CSharp-OOP-Basics-Working-with-Abstraction-Exercises-Resources.zip) and **refactor** it.

## Raw Data

Write a program that tracks **cars** and their **cargo**. Define a class **Car** that holds an information about **model, engine, cargo** and a **collection of exactly 4 tires**. The **engine**, **cargo** and **tire** shouldbe **separate classes**. Create a **constructor** that receives all of the information about the **Car** and creates and **initializes** its inner **components** (**engine**, **cargo** and **tires**).

On the first line of input, you will receive a number **N** - the number of cars you have. On each of the next **N** lines, you will receive an information about each car in the format:

"**{model} {engineSpeed} {enginePower} {cargoWeight} {cargoType} {tire1Pressure} {tire1Age} {tire2Pressure} {tire2Age} {tire3Pressure} {tire3Age} {tire4Pressure} {tire4Age}"**

The **speed**, **power**, **weight** and **tire age** are **integers** and **tire** **pressure** is a **double.**

After the **N** lines, you will receive a single line with one of the following commands:

* "**fragile**" - print all cars whose **cargo** is **"fragile"** with **a tire**, whose **pressure is** **< 1**
* "**flamable**" - print all of the cars, whose **cargo** is **"flamable"** and have **engine power > 250**

The cars should be printed in order of appearing in the input.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  ChevroletAstro 200 180 1000 fragile 1.3 1 1.5 2 1.4 2 1.7 4  Citroen2CV 190 165 1200 fragile 0.9 3 0.85 2 0.95 2 1.1 1  fragile | Citroen2CV |
| 4  ChevroletExpress 215 255 1200 flamable 2.5 1 2.4 2 2.7 1 2.8 1  ChevroletAstro 210 230 1000 flamable 2 1 1.9 2 1.7 3 2.1 1  DaciaDokker 230 275 1400 flamable 2.2 1 2.3 1 2.4 1 2 1  Citroen2CV 190 165 1200 fragile 0.8 3 0.85 2 0.7 5 0.95 2  flamable | ChevroletExpress  DaciaDokker |

## Cars Salesman

**You are given the problem and the solution of this task. Refactor it by reusing the base constructors in the classes.**

Define two classes **Car** and **Engine.**

**Car** has the following properties:

* **Model**
* **Engine**
* **Weight**
* **Color**

**Engine** has the following properties:

* **Model**
* **Power**
* **Displacement**
* **Efficiency**

A Car's **weight** and **color** and its Engine's **displacement** and **efficiency** are **optional**.

On the first line, you will read a number **N,** which will specify how many lines of engines you will receive. On each of the next **N** lines, you will receive information about an **Engine** in the following format:

**"{model} {power} {displacement} {efficiency}"**

After the lines with engines, you will receive a number **M**. On each of the next **M** lines, an information about a **Car** will follow in the format:

**"{model} {engine} {weight} {color}"**

The engine will be the **model of an existing** **Engine**. When creating the object for a **Car**, you should keep a **reference to the real engine** in it, instead of just the engine's model.

**Note:** that the optional properties **might be missing** from the formats.

Your task is to **print** all the **cars** in the order they were received and their information in the format defined bellow. If any of the optional fields are missing, print "**n/a**" in its place:

{CarModel}:  
 {EngineModel}:  
 Power: {EnginePower}  
 Displacement: {EngineDisplacement}  
 Efficiency: {EngineEfficiency}  
 Weight: {CarWeight}  
 Color: {CarColor}

### Bonus\*

Override the classes'  **ToString()** methods to have a reusable way of displaying the objects.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  V8-101 220 50  V4-33 140 28 B  3  FordFocus V4-33 1300 Silver  FordMustang V8-101  VolkswagenGolf V4-33 Orange | FordFocus:  V4-33:  Power: 140  Displacement: 28  Efficiency: B  Weight: 1300  Color: Silver  FordMustang:  V8-101:  Power: 220  Displacement: 50  Efficiency: n/a  Weight: n/a  Color: n/a  VolkswagenGolf:  V4-33:  Power: 140  Displacement: 28  Efficiency: B  Weight: n/a  Color: Orange |
| 4  DSL-10 280 B  V7-55 200 35  DSL-13 305 55 A+  V7-54 190 30 D  4  FordMondeo DSL-13 Purple  VolkswagenPolo V7-54 1200 Yellow  VolkswagenPassat DSL-10 1375 Blue  FordFusion DSL-13 | FordMondeo:  DSL-13:  Power: 305  Displacement: 55  Efficiency: A+  Weight: n/a  Color: Purple  VolkswagenPolo:  V7-54:  Power: 190  Displacement: 30  Efficiency: D  Weight: 1200  Color: Yellow  VolkswagenPassat:  DSL-10:  Power: 280  Displacement: n/a  Efficiency: B  Weight: 1375  Color: Blue  FordFusion:  DSL-13:  Power: 305  Displacement: 55  Efficiency: A+  Weight: n/a  Color: n/a |

## Jedi Galaxy

**Rework the following solutions in order to avoid repeating code, increase readability and improve performance.**

Ivo's galaxy is represented as a two-dimensional array. You will receive **two** integers, separated by a space, which represent the two dimensional array - the first being the rows and the second being the columns. Every cell in the matrix is a star that has a value. Ivo starts at the given **row** and **col**. He can move only on the diagonal **from the lowest left to the upper right**, and **adds** to his score **all** the **stars** (values) from the cells he **passes through**. Unfortunately, there is always an Evil power that tries to prevent his success.

Evil power starts at the given **row** and **col** and instantly **destroys** **all stars** on the **opposite** diagonal - **from lowest right to the upper left.** Ivo **adds** the values only of the stars that are **not** **destroyed** by the evil power.

Then, you must fill the two dimensional array with increasing integers starting from 0, and continuing on every row, like this:

first row: 0, 1, 2… m

second row: n+1, n+2, n+3… n + n.

**Example:**
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![](data:image/png;base64,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)

You will also receive multiple pairs of commands in the form of 2 integers separated by a single space. The first two integers will represent Ivo's start coordinates. The second one will represent the Evil Power's start coordinates.

The input ends when you receive the command "**Let the Force be with you**". When that happens, you must print the value of all stars that Ivo has collected successfully.

### Input

* On the first line, you will receive the number N, M -> the dimensions of the matrix. You must then fill the matrix according to these dimensions.
* On the next several lines you will begin receiving 2 integers separated by a single **space**, which represent Ivo's row and col. On the next line you will receive the Evil Power's coordinates.
* There will always be **at least 2 lines** of input to represent at least 1 path of Ivo and the Evil force.
* When you receive the command, "**Let the Force be with you**" the input ends.

### Output

* The output is simple. Print the sum of the values from all stars that Ivo has collected.

### Constraints

* The dimensions of the matrix will be integers in the range [5, 2000].
* The given rows will be valid integers in the range [0, 2000].
* The given columns will be valid integers in the range [-231 + 1, 231 - 1].

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5 5  5 -1  5 5  Let the Force be with you | 48 |
| 5 5  4 -1  4 5  Let the Force be with you | 29 |

## Hospital

Your task will be to prepare an electronic register for a hospital. In the hospital we have different departments:

* **Cardiology**
* [**Oncology**](https://en.wikipedia.org/wiki/Oncology)
* [**Emergency department**](https://en.wikipedia.org/wiki/Emergency_department)
* **etc.**

Each department has **20** rooms for patients and **each room has 3 beds**. When a new patient goes in the hospital, he/she is placed on the first free bed in the department. If there are no free beds, the patient should go in another hospital. Of course, in every hospital there are doctors. Each doctor can have patients in a different department. You will receive an information about the patients in the format **{Department} {Doctor} {Patient}**

After the **"Output"** command, you will receive some other commands about what kind of output you need to print. The commands are:

* **{Department}** - You need to **print all patients** in this department in the **order of receiving**.
* **{Department} {Room}** - You need to **print all patients** in this room in **alphabetical order**.
* **{Doctor}** - You need to **print all patients** for this doctor in **alphabetical order.**

The program ends when you receive command **"End"**.

### Input

On the first lines you will receive info for the hospital, department, doctors and patients in the following format:

**{Department} {Doctor} {Patient}**

When you read the **"Output"** line you will get one or more commands telling you what you need to print

Keep reading commands for printing untill you reach the command **"End"**.

### Output

* **{Department}** - print all patients in this department in order of receiving on a new line
* **{Department} {Room}** - print all patients in this room in alphabetical order each on new line
* **{Doctor}** - print all patients that are healed from doctor in alphabetical order on new line

### Constraints

* **{Department}** - single word with length **1 < n < 100**
* **{Doctor}** - name and surname, both with length **1 < n < 20**
* **{Patient}** - unique name with length **1 < n < 20**
* **{Room}** - integer **1 <= n <= 20**
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Cardiology Petar Petrov Ventsi  Oncology Ivaylo Kenov Valio  Emergency Mariq Mircheva Simo  Cardiology Genka Shikerova Simon  Emergency Ivaylo Kenov NuPogodi  Cardiology Gosho Goshov Esmeralda  Oncology Gosho Goshov Cleopatra  Output  Cardiology  End | Ventsi  Simon  Esmeralda |

|  |  |
| --- | --- |
| **Input** | **Output** |
| Cardiology Petar Petrov Ventsi  Oncology Ivaylo Kenov Valio  Emergency Mariq Mircheva Simo  Cardiology Genka Shikerova Simon  Emergency Ivaylo Kenov NuPogodi  Cardiology Gosho Goshov Esmeralda  Oncology Gosho Goshov Cleopatra  Output  Cardiology 1  End | Esmeralda  Simon  Ventsi |

|  |  |
| --- | --- |
| **Input** | **Output** |
| Cardiology Petar Petrov Ventsi  Oncology Ivaylo Kenov Valio  Emergency Mariq Mircheva Simo  Cardiology Genka Shikerova Simon  Emergency Ivaylo Kenov NuPogodi  Cardiology Gosho Goshov Esmeralda  Oncology Gosho Goshov Cleopatra  Output  Ivaylo Kenov  End | NuPogodi  Valio |

## Greedy Times

Finally, you have unlocked the safe and reached the treasure! Inside there are all kinds of gems, cash in different currencies and gold bullions. Next to you there is a bag which unfortunately has a limited space. You don't have much time so you need to take as much wealth as possible! But in order to get a bigger amount of the most valuable items, you need to keep the following rules:

* The **gold amount** in your bag should **always** **be** **more** than **or equal** to the **gem** **amount** at **any** time
* The **gem amount** should **always** **be** **more** than **or** **equal** to the **cash** **amount** at **any** time

If you read an **item** which **breaks** one of **these rules** you **should not put** it in the **bag**. You should **always** be careful **not** to **exceed** the overall **bag**'**s capacity,** because it will tear down and you will lose everything! You will receive the **content** **of** the **safe** on a **single line** in the **format** of **item - quantity** pairs, separated by **whitespace**. You need to gather **only** **three** **types** of items:

* Cash - All **three letter** items
* Gem - All **items** which **end** on "**Gem**" (at least 4 symbols)
* Gold - this type has **only one item** with the name - "**Gold**"

Each **item** which **does not** fall **in** one of the **above categories** is **useless** and you should **skip it**. Reading item's **names** should be **CASE-INSENSITIVE**. You should **aggregate** **item's quantities** which have the **same** **name**.

If you've kept the rules you should escape successfully with a bag full of wealth. Now it's time to review what you have managed to get out of the safe. **Print all** the **types** ordered by **total amount** in **descending order**. Inside a type, **order** the **items** first **alphabetically** in **descending** order and **then by** their **amount** in **ascending** order. Use the following format for each type:

**"<{type}> ${total amount}"**

**"##{item} - {amount}"** - each item from this type on new line

### Input

* On the **first line**, you will receive a **number** which represents the **capacity** of the **bag**
* On the **second line**, you will receive a **sequence** of **item - quantity** pairs

### Output

* Print **only** the **types** from which you **have items in the bag**, ordered by **Total Amount** in descending order. Inside a type, order the **items** **first** **alphabetically** in **descending** order and **then** by **amount** in **ascending** **order**. Use the following format for each type:

**"<{type}> ${total amount}"**

**"##{item} - {amount}"** - each item on new line

### Constraints

* The Bag's **max capacity** will **always** be a **positive number**
* All **quantities** will be **positive** **integer** in the range [0 … 2100000000]
* Each item of type **gem** willhave a **name** - **at** **least 4** symbols
* Time limit: 0.1 sec. Memory limit: 16 MB

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 150  Gold 28 Rubygem 16 USD 9 GBP 8 | <Gold> $28  ##Gold - 28  <Gem> $16  ##Rubygem - 16  <Cash> $9  ##USD - 9 |
| 24000010  USD 1030 Gold 300000 EmeraldGem 900000 Topazgem 290000 CHF 280000 Gold 10000000 JPN 10000 Rubygem 10000000 KLM 3120010 | <Gold> $10300000  ##Gold - 10300000  <Gem> $10290000  ##Topazgem - 290000  ##Rubygem - 10000000  <Cash> $3410010  ##KLM - 3120010  ##JPN - 10000  ##CHF - 280000 |
| 80345  RubyGem 70000 JAV 10960 Bau 60000 Gold 80000 | <Gold> $80000  ##Gold - 80000 |

## Sneaking

After our hero Sam got the recipe from the first problem, there is another thing he needs to check off from his to-do list. In order to make the recipe even more valuable, he needs to **"**eliminate**"** anyone who possesses the knowledge of it. That person is Sam's sworn enemy - **Nikoladze**. Sam needs to get through a rectangular room of **patrolling** **enemies** until he finally **reaches Nikoladze**.

A standard room looks like this:

|  |  |
| --- | --- |
| **Room** | **Legend** |
| ......N... b......... ..d....... ......d... .....S.... | S 🡺 Sam, the player character  b/d 🡺 left/right-facing patrolling enemy  N 🡺 Nikoladze  . 🡺 Empty space |

Each turn proceeds as follows:

* **Enemies** move either **left** or **right**, depending on which **direction** they are **facing** (b goes **right**, d goes **left**)
  + If an enemy is standing on the **edge** of the room, he flips his **direction** (from d to b or from b to d)
* After that, Sam moves in the **direction** he is instructed to (either U/D/L/R or W, which means **wait**).
* If **Sam** moves **onto an enemy** (**same row** and **column**), Sam **kills** the enemy and **leaves no trace of him**.
* Otherwise, if an enemy is on the **same row** as Sam, and also **facing** **Sam** (eg. .b.S.), the **enemy** **kills Sam**.
* If Sam reaches the **same row** as **Nikoladze**, **Sam** kills **Nikoladze** (replacing him with an **X**)

### Input

* On the **first line** of input, you will receive n - the **number of rows** the **room** will consist of
* On the next **n lines**, you will receive the **room**, which Sam will have to navigate.
* On the **final line** of input, you will receive a sequence of **directions** - one of (U, D, L, R, W)

### Output

* If Sam is **killed**, print **"**Sam died at {row}, {col}**".**
* If Nikoladze is **killed**, print **"**Nikoladze killed!**"**.
* Then, in both cases, **print** the **final state of the room** on the **console**, with either **Sam** or **Nikoladze**'**s** **symbols** replaced by an X.

### Constraints

* The room will always be **rectangular**.
* There will **always** be enough moves for **Sam** to reach **Nikoladze.**
* There will be **no case** where **Sam** is instructed to move **out of the bounds of the room**.
* There will be **no case** with **two enemies on the same row**.
* There will be **no case** with an **enemy and Nikoladze** standing on the **same row**.
* There will be **no case** where Sam reaches the same **row and column** as **Nikoladze**.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 5  ......N...  b.........  ..d.......  ......d...  .....S....  UUUUR | Sam died at 2, 5  ......N...  ...b......  b....X....  ..........  .......... | Turn 1: Enemies move, then Sam steps on the enemy on the 4th row.  Turn 2: Enemies move, then Sam moves.  Turn 3: Enemy 2 turns around, Sam goes on the same row as him.  Turn 4: Enemy sees Sam and kills him. |
| 3  N......  .b.....  ..dS...  WUUU | Nikoladze killed!  X..S...  .......  b...... | Turn 1: Enemies move, Sam waits.  Turn 2: Enemies move, Sam goes up, steps on an enemy.  Turn 3: Enemies move, Sam goes up, kills Nikoladze. |
| 6  .............  ....S........  .b...........  ...........d.  .............  ....N........  WWWDWWWDDRD | Nikoladze killed!  .............  .............  ............b  d............  .............  ....XS....... | Turn 1/2/3: Enemies move, Sam waits.  Turn 4: Enemies move, Sam goes down.  Turn 5/6/7: Enemies move, Sam waits.  Turn 8/9: Enemies move, Sam goes down.  Turn 10: Enemies move, Sam goes right.  Turn 11: Enemies move, Sam goes down and kills Nikoladze. |